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Abstract—Analog circuits and systems research and education can benefit from the flexibility provided by large-scale Field Programmable Analog Arrays (FPAAs). This paper presents the hardware and software infrastructure supporting the use of a family of floating-gate based FPAAs being developed at Georgia Tech. This infrastructure is compact and portable and provides the user with a comprehensive set of tools for custom analog circuit design and implementation. The infrastructure includes the FPAA IC, discrete ADC, DAC and amplifier ICs, a 32-Bit ARM based microcontroller for interfacing the FPAA with the user’s computer, and Matlab and targeting software. The FPAA hardware communicates with Matlab over a USB connection. The USB connection also provides the hardware’s power. The software tools include three major systems: a Matlab Simulink FPAA program, a SPICE to FPAA compiler called GRASPER, and a visualization tool called RAT. The hardware consists of two custom PCB designs which include a main board used to program and control an FPAA IC and an FPAA IC adaptor board used to interface a QFP packaged FPAA IC with the 100 pin ZIF socket on the main programming and control board.

Index Terms—FPAA, Simulink, Reconfigurable Analog

Field Programmable Analog Arrays (FPAAs) are useful for both research and teaching [1]. Previous Georgia Tech FPAA ICs have been programmed using a self contained development platform that included a commercial FPGA development board, a custom FPAA board, and a AC-DC power module. This previous hardware platform [2] fit into an enclosure about the size of a shoe box and communicated with the computer using ethernet. The new platform described in this paper is significantly smaller (about twenty-six square inches) and communicates over USB. The power supply systems have also been changed and improve upon the portability. A picture of the programming and control board is found in Fig. 1, and a block diagram of the system is found in Fig. 2. The infrastructure is a proven system as it has seen use in a DARPA project workshop at the University of Southern California; two workshops in Telluride, CO; and two more workshops at Georgia Tech. The boards have also been the primary laboratory infrastructure for two semesters of a graduate course in Neuromorphic Analog VLSI Circuits at Georgia Tech.

Section I discusses the basics of FPAAas, Section II discusses software tools, Section III discusses the hardware, Section IV shows the design flow using a demonstration test circuit, and Section V is a closing summary.
accurately programmable analog circuitry that can be easily integrated into a larger digital/mixed-signal system [3] [2]. The programmable elements allow for switch elements that have a dual role as computational elements [6].

A closed loop control system is used to program the floating-gate elements [7]. Using the software tools that will be described in Section II, a list of FPAA switches is first selected to be programmed. Some floating-gate switches may be fully on whereas others may be programmed to specific currents. Matlab and the ARM Core Microprocessor are the brains of the control system. The Matlab interface needs to communicate to the FPAA that it would like to program switch X to some current Y. It does this by sending a message via USB to the FPAA board’s ARM core microprocessor. This microprocessor then communicates switch coordinates and calculated programming voltages to the FPAA IC using an SPI bus. This completes the active programming part of this iteration. The FPAA IC’s on-chip programming structures then measure the result of this programming iteration and reports the level to which the floating-gate is programmed. This feedback is communicated from the FPAA IC to the ARM core microprocessor using SPI. In some cases the microprocessor uses this feedback to control the FPAA IC, in other cases the feedback is communicated from the microprocessor to MATLAB over USB and corrective signals are calculated in MATLAB. This iterative control loop continues until the desired floating-gate switch current is reached.

II. FPAA SOFTWARE INFRASTRUCTURE

The FPAA software tools include three major systems: a Matlab Simulink FPAA program, a SPICE to FPAA compiler called GRASPER (Generic Reconfigurable Array Specification & Programming Environment), and a visualization tool called RAT (Routing Analysis Tool).

The Matlab Simulink Tool is an automation tool which converts Simulink models to a Spice netlist, which can then be automatically compiled to FPAA targeting code and implemented on an FPAA. This allows DSP and neuromorphic engineers to have a fast method of implementing low power analog solutions without having to gain the necessary expertise in circuit design [8] [9]. The current system allows the user to program floating gates at a rate of approximately one per second. This Simulink Tool is described in greater detail in [10].

The GRASPER tool converts a circuit’s SPICE file into a list of FPAA switches that implement the circuit on the FPAA. GRASPER has features which grant the user various levels of control as to what components are used and how the circuit is mapped onto the FPAA IC [11] [12] [13] [14].

The RAT is a Matlab GUI which graphically shows the topology of how a circuit is routed on the FPAA switches [15]. New designs can be created or existing designs can be modified by pointing and clicking with the mouse. The RAT can easily be configured to support FPAA ICs with different number of computational analog blocks.

Once an FPAA is targeted, the user can interface with the FPAA I/O in a couple of ways. First the user can jumper FPAA I/O to the discrete DAC and/or ADC ICs. These ICs are controlled through the Matlab interface. Table I lists a few sample Matlab commands. The user can also interface with the FPAA by using the audio amplifier ports. Fig. 5 shows the legend used to identify the various headers. There are thirty-two header pins on the board that are considered “factory settings” and are normally jumpered to specific control pins.
Fig. 4: Software flow for designing systems on the FPAA. Top level designs are done in Simulink. Sim2Spice converts it to a Spice netlist, which can then be compiled into an FPAA switch list. [10]

Fig. 5: Header Map used as a legend to identify pins on the programming and control FPAA board. U*, D*, L*, R* are FPAA I/O pins

III. FPAA HARDWARE INFRASTRUCTURE

The hardware consists of two custom PCB designs: a main programming and control board and an FPAA IC adaptor board. The programming and control board, Fig. 1, is the workhorse of our FPAA infrastructure family. It has header pins which allow easy access to most of the FPAA pins. This is helpful for many things including power measurements, circuit debugging, etc. This board has a 100 pin zero insertion force (ZIF) socket into which the FPAA IC is placed. This socket makes this board a good general platform for testing many families of FPAA such as our General, Sensor, Bio, MITE, and Adaptive versions. Our FPAA are typically packaged in plastic surface mount packages. We have developed an adaptor board PCB, Fig. 6, which connects the surface mount packages to pins. These pins then plug into the ZIF socket on the programming and control board.

The programming and control board has the following features: USB or Serial communication capabilities, USB power or external DC power, SMA connectors for connecting to FPAA I/O pins, a discrete 14-Bit DAC IC which has forty channels (most of which can be used as inputs to FPAA I/O pins), a discrete 8-bit ADC that can also be used to connect to FPAA I/O pins, amplifiers to be used as I/O buffers, and finally an audio amplifier and audio jacks which can be used for audio input and output connections to the FPAA. The board also has 3.3V, 5V, and 12V supplies. The board uses an Atmel AT91SAM7S ARM based microcontroller to communicate via USB to the any desktop or laptop computer. The software emulates a serial communications device class (CDC) connection, and most modern operating systems have drivers for this software out-of-the-box. The ARM Core microprocessor on the board was purchased as a 40 pin DIP plug-in module.

IV. DESIGN FLOW USING A DEMONSTRATION TEST CIRCUIT

Fig. 7 shows the design flow for implementing a lowpass filter on an FPAA. First a Simulink block diagram of the system was generated, Fig. 7(a). Although not shown in this picture, this system can be digitally simulated in Matlab. Next, the Sim2Spice tool, Fig. 4, is used to generate a SPICE file from the Simulink block diagram, Fig. 7(b). Fig. 7(c) shows the text file which is the output of the GRASPER compiler. The first two numbers in each line are the row and column locations of a particular floating-gate transistor on the FPAA, and the last number on the line represents the desired current in the transistor. Fig. 7(d) shows the topology of the GRASPER routing on a RASP 2.9 IC. The switch list was targeted onto a RASP IC and a step input (blue) was applied to the input pin. The result was measured and shown in black in Fig. 7(e).
V. CONCLUSIONS

We have described a comprehensive set of software and hardware tools that let users quickly and easily create custom AVLSI circuits. The software tools allow users with varying levels of circuit design experience to be successful at synthesizing circuits. The hardware infrastructure platform allows users extreme flexibility to monitor and control the FPAA pins. The adaptor board allows users to quickly interchange FPAs on the main programming and control board.
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